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Introduction
Your SDLC will never be the same

The software development landscape is undergoing its most profound transformation in a generation. 
The shift driven by Artificial Intelligence (AI) is not a future trend; it is a present-day reality. AI coding 
has rapidly moved from novelty to necessity, fundamentally altering development workflows and 
introducing unprecedented opportunities for productivity and, in equal measure, for risk. This is 
especially true in the context of most professional development: large, complex, legacy codebases 
where the cost of a single mistake, whether a bug or a security flaw, can be enormously detrimental.

The risks from this rapid integration of AI stem from a new challenge: the engineering productivity 
paradox. AI is generating a massive volume of code—at Google, for instance, over a quarter of all new 
code is AI-generated. Yet the actual increase in engineering velocity is only around 10%.

"Today, more than a quarter of all new code at 
Google is generated by AI, then reviewed and 
accepted by engineers.”

“But the most important metric, and we 
measure it carefully, is how much has our 
engineering velocity increased as a company 
due to AI. It’s tough to measure, and we really 
try to measure it rigorously, and our estimates 
are that number is now at 10%.”

Sundar Pichai, CEO, Google [1] [2]

https://www.sonarsource.com/
https://www.sonarsource.com/blog/solving-the-engineering-productivity-paradox/
https://www.sonarsource.com/blog/solving-the-engineering-productivity-paradox/
https://abc.xyz/assets/1f/d2/b4b2a1c4437395dce09645f71173/2024-q3-earnings-transcript.pdf
https://lexfridman.com/sundar-pichai-transcript/
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The graphic illustrates this new phenomenon—AI is accelerating the speed at which code is written, but 
many teams find their actual productivity remains stubbornly flat. Promised gains are being offset by 
new, significant downward pressures, widening the gap between potential and reality. The bottleneck 
hasn't been eliminated—it has simply shifted to the review phase. This creates two key challenges for 
modern teams:

1. The speed of writing new code: The velocity of AI-generated code introduces a significant new 
challenge: an increase in the scale and speed at which bugs and security vulnerabilities can enter 
the system. This directly adds to more tech debt and maintenance that drag down productivity. 
With nearly 60% of developers experiencing deployment problems using AI tools, the initial speed 
advantage is quickly eroded by the need for extensive testing and remediation.

2. The increased review and verification load on engineers: The sheer volume of AI-generated code 
places an unprecedented direct operational burden on the human review process. This leads to 
“review fatigue,” where the critical oversight required to ensure quality diminishes under the deluge 
of suggestions. In this state of “false confidence,” developers have been seen accepting over 95% 
of AI suggestions, indicating a potential breakdown in accountability and a crisis of code ownership. 
The very process meant to be a quality gate becomes a source of risk, further negating the benefits 
of the tooling.

Developers are caught in a difficult position. They are compelled to use tools they do not yet fully trust, 
leading to one of two negative outcomes: either they succumb to review fatigue and blindly accept 
flawed code, or they engage in painstaking manual verification of every AI suggestion, a form of 
"developer toil" that negates productivity gains. 

The path forward requires a new set of practices to combat these risks, a framework that resolves the 
engineering productivity paradox by enabling teams to harness AI's power responsibly. This ebook 
presents the seven habits that form that framework, allowing organizations to maximize productivity 
without compromising on quality or security.

The engineering productivity paradox 

AI is accelerating the 
speed at which code is 
written

DANGER ZONE of 
potentially insecure 
or poorly written 
code

But if developers are accountable for 
the quality and security of all code, the 
tools to assist them need to keep up

https://www.sonarsource.com/
https://www.harness.io/state-of-software-delivery
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  Habit 1: 
Developers are (still) accountable

The principle of developer accountability is not new. "You break it, you own it" has been an implicit 
rule of software engineering for decades. But when a new pair or peer programmer is an AI tool that 
can generate 100 lines of plausible-but-flawed code in three seconds, "accountability" takes on a 
new, more urgent meaning. It evolves from a passive rule into an active, professional stance. The 
habit is no longer just about owning what is typed—it is about becoming a skeptical senior reviewer 
for every line of code that is accepted. This mindset is the primary defense against the accountability 
crisis threatening modern development teams and the key to ensuring the effectiveness of the 
"review and accept" phase of the process.

The Golden Rule: You accept it, you own it

The accountability gap in practice
Consider a scenario where a developer asks an AI assistant to write a function that processes a list of 
user IDs from a database. The AI might produce the following code:

This code looks perfectly reasonable at first glance. It is syntactically correct and logically follows the 
prompt. A junior developer, or a senior developer suffering from review fatigue, might accept it. But the 
accountable expert sees a major performance bottleneck. The forEach loop makes sequential, blocking 
database calls. For 100 user IDs, this means 100 serial network requests, creating a future production 
outage waiting to happen. True accountability in the AI era means possessing the skepticism to catch 
this subtle but critical flaw.

https://www.sonarsource.com/
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The SonarQube advantage 
Being this skeptical for every single AI suggestion is mentally exhausting and unsustainable for 
developers over the long term. This is where automated code review becomes a critical partner. 
SonarQube’s AI Code Assurance is specifically designed to act as this automated review partner. It 
keeps a "sharp focus" on AI-generated code, using thorough analysis to proactively identify problems 
that AI models often introduce, such as increasing technical debt, introducing security vulnerabilities 
and even complex bugs like logic flaws, reducing the burden on a human reviewer to find them. This 
transforms accountability from a burdensome manual task into a process that improves developer 
confidence, with an automated backstop that ensures every piece of code meets the highest 
standards.

The accountable correction requires a deeper understanding of asynchronous operations:

This version runs the database requests in parallel, drastically improving performance. This is the 
accountability gap in action: the difference between code that simply works and code that is robust, 
performant, and production-ready.

https://www.sonarsource.com/
https://www.sonarsource.com/solutions/ai/ai-code-assurance/
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  Habit 2: 
(Over) document project context

AI coding assistants lack intrinsic understanding. They have no knowledge of a project's history, its 
architectural philosophy, or the nuanced "why" behind technical decisions. To generate code that 
is truly helpful, an AI relies entirely on the context it is given. In the AI era, providing this context 
becomes a two-level game: feeding the AI high-level architectural blueprints and docs for long-term 
understanding, and crafting rich, actionable prompts.

Context is king: Fuel your AI code with better documentation

Level 1: Feed the AI your documentation
An AI coding assistant should be treated like a new team member who needs to be onboarded. To 
understand the system’s structure, it needs access to the same high-level documentation as a human 
developer. This means treating documentation as living code, keeping key artifacts current and 
accessible so they can provide critical context for AI tools. Effective architectural documents include:

• Diagrams: Using tools like Mermaid to create clear, version-controlled diagrams of the system's 
architecture, data flows, and service interactions.

• Design docs & ADRs: Maintaining concise Architecture Decision Records (ADRs) that explain the 
rationale behind key technical choices.

• Project structure files: Defining the project layout with a well-written README.md and a clear 
folder structure to serve as a map for both humans and AI agents.

For Platform and DevEx leaders, the challenge is to operationalize context. Relying on developers to 
manually feed documents to an AI is not a scalable strategy. Instead, build a systematic and secure 
“context pipeline” by focusing on four key actions:

• Standardize documentation: Centralize key documents (ADRs, READMEs) in a version-controlled 
repository. This creates a single source of truth for both humans and AI, overcoming inconsistent 
team processes.

• Automate ingestion: Build an automated pipeline to parse, index, and convert documentation into 
vector embeddings. This feeds a queryable database for your AI tools, eliminating the manual toil 
of providing context.

• Enforce security & access controls: Ensure your context pipeline strictly inherits existing 
developer permissions. The AI must only access documentation the developer is authorized to see, 
maintaining security and compliance.

• Integrate into the toolchain: Make the context pipeline a seamless component of your developer 
platform. It must integrate natively with your CI/CD pipelines, IDEs, and chosen AI assistants to 
provide rich context without friction.

Building this platform-level solution moves your organization from ad-hoc prompting to a reliable, 
governed system, directly boosting the productivity and effectiveness of every developer using AI.

https://www.sonarsource.com/


sonar.com 8/16

7 habits of highly effective AI coding July 2025

Level 2: Craft actionable prompts
Once the AI has the high-level map, it needs clear, street-level directions for the task at hand. This is 
where prompt engineering becomes a core developer skill. Consider the difference:
A useless prompt (vague directions):

"Write a function that validates user input."

This prompt will yield generic, out-of-context code that is likely incompatible with the project's existing 
patterns.
An actionable prompt (specific directions):

"I'm using the Zod validation library. My existing error handling pattern is in src/errors/ApiError.ts. 
Write a validation function for a new user signup form. The user schema requires: email (must be 
a valid email), password (string, min 10 chars, 1 uppercase, 1 number, 1 special character), and age 
(integer >= 18). Throw ApiError for validation failures."

The first prompt gives you code. The second prompt gives you code that fits the architecture. In this 
new paradigm, the developer's prompt is the new design document. It must be specific, contextual, and 
actionable.

The SonarQube advantage 
While the development team focuses on providing rich context through documentation and prompts, 
Sonar works in the background to ensure the generated code actually adheres to the established code 
quality standards and architectural blueprint. SonarQube's IDE and server-side analysis evaluates 
whether new code (whether human-written or AI-generated) is in sync with the project's coding 
standards, existing patterns, components, and logic. It acts as a guardrail against architectural drift, 
helping to enforce the high-level design decisions that are so critical for the long-term health of a 
codebase.

https://www.sonarsource.com/
https://docs.sonarsource.com/sonarqube-cloud/standards/overview/
https://docs.sonarsource.com/sonarqube-cloud/standards/overview/
https://www.sonarsource.com/products/sonarlint/
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  Habit 3: 
Keep it simple—really

The advice to "keep it simple" has always been a hallmark of good engineering. In the age of AI, it is 
elevated from good advice to a non-negotiable technical prerequisite. Codebases that are not actively 
maintained tend toward disorder, a phenomenon known as code entropy. AI assistants, if not properly 
guided, can accelerate this entropy by generating overly complex or convoluted code.

Furthermore, AI tools themselves struggle with complexity. They are easily confused by code with 
high cognitive complexity, long functions, or deep nesting. This is because large context windows 
and complex control flows degrade a model's ability to reason effectively, a problem known as the 
"complexity cliff." Enforcing simplicity is no longer just for the benefit of human colleagues—it is a 
requirement to ensure that AI tools can analyze, refactor, and contribute to the codebase effectively.

Simplicity is the ultimate sophistication

Enforcing simplicity with concrete guardrails
To make a codebase "AI-ready," teams must move beyond vague principles and establish clear, 
enforceable simplicity guardrails. These rules should be prompted to LLMs and checked automatically in 
the pipeline. Common and effective guardrails include:

• Function length: Keep functions under 50-100 lines.

• Cognitive/cyclomatic complexity: Keep the complexity score below a defined threshold, such as 15.

• Code duplication: Aim for as close to 0% duplication as possible.

• Nesting depth: Restrict statement nesting to a maximum of three or four levels.

• No magic values: Require that all numbers or strings used in logic are defined as named constants. 
This prevents contextless values (e.g., if (user.role === 3)) and makes the code self-documenting and 
easier to refactor.

https://www.sonarsource.com/
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The SonarQube advantage 
Memorizing and manually enforcing a list of simplicity rules is inefficient and prone to error. Sonar 
allows teams to codify these standards and enforce them automatically. SonarQube's analysis engine 
includes a comprehensive set of rules that check for issues impacting code quality and maintainability, 
including high complexity, duplication, and other code smells. Furthermore, using custom rules, an 
organization can define and enforce standards that are specific to their unique requirements. This 
ensures that all code, regardless of its origin, adheres to the same, mutually agreed, high standard of 
simplicity and quality.

SonarQube in action detecting cognitive complexity in the code.

https://www.sonarsource.com/
https://www.sonarsource.com/products/sonarcloud/
https://docs.sonarsource.com/sonarqube-server/latest/extension-guide/adding-coding-rules/
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  Habit 4: 
Absolutely, positively no stray code

This is another foundational rule that gains new urgency with AI coding. AI assistants, often optimized 
to be helpful and explicit, can be verbose. They generate boilerplate, redundant comments, and "just-
in-case" logic that adds clutter, cognitive overhead, and a significant maintenance burden.

This stray code is more than just untidy—it represents a genuine security threat. Unused functions, 
variables, and dependencies expand the application's attack surface. More insidiously, they create an 
opening for novel attack vectors like "backdoor” attacks or “sleeper agent injection," where malicious 
actors trick LLMs into including seemingly benign but unused dependencies that can be exploited 
later. The developer's role must therefore evolve to include that of a ruthless editor, responsible for 
pruning verbose AI output back to its essential core.

Clutter-free house: eliminate unused code

The developer as a ruthless editor
The git diff is the developer's best tool for 
this task. Consider an AI, aiming to be overly 
explicit, generating a function to check user 
permissions. The habit is to continuously 
refactor this kind of output into clean, 
idiomatic code.

The goal is to aggressively remove every 
line of code that does not serve a clear and 
essential purpose, adhering to the Principle 
of Minimalism.

The SonarQube advantage 
Manually scrutinizing every line of code for unused elements is a tedious and error-prone task that is 
poorly suited for human developers. Sonar automates this process. SonarQube's static analysis engine 
automatically detects and calls out any dead or unused code, including variables, functions, and 
parameters. This automated check serves as a critical backstop in the CI/CD pipeline, helping teams 
eliminate stray elements before they can become a maintenance nightmare or a security liability.

https://www.sonarsource.com/
https://www.sonarsource.com/products/sonarqube/
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  Habit 5: 
Analyze everything

The sheer volume of code being produced by AI is overwhelming. The issues it can create are often 
hidden and difficult to find with manual review alone. "Analyze everything" sounds exhausting, but 
it does not mean a developer should analyze everything manually. It means accepting a new reality: 
AI-driven development speed requires fast and accurate analysis. Relying on manual review to find 
complex security bugs, ensure third-party dependencies are properly licensed and maintained, and 
check for subtle performance issues is a recipe for developer toil and burnout. The only scalable 
solution is to employ a multi-layered strategy of aggressive automation to prevent the review phase 
from becoming an insurmountable bottleneck, thus solving the engineering productivity paradox.

Trust, but verify: the necessity of comprehensive analysis

A modern, automated analysis workflow
In practice, "analyzing everything" should be a continuous, automated process that integrates analysis at 
every stage of the development workflow:

• Initial analysis: Analyze an existing codebase to gain insights on the quality and security of your 
overall code.

• In real-time while coding: As AI generates code, an IDE extension provides immediate feedback on 
bugs, vulnerabilities, security hotspots, and code smells as developers write code within their IDE.

• Pre-commit: A pre-commit hook that automatically runs analysis, ensuring a control point which 
prevents important issues from reaching the repository, such as secrets like tokens, passwords, and 
API keys.

• On commit/merge: Perform a deep, comprehensive analysis of the code in every branch and pull 
request that blocks any commit or merge which fail to meet your company standards for security, 
reliability, and maintainability.

The SonarQube advantage 
SonarQube is the most trusted integrated code quality and code security platform that makes this 
modern developer workflow a reality. With deep integrations into the most widely used DevOps 
platforms and extensions for the most popular IDEs, including newly popularized AI agentic IDEs like 
Cursor and Windsurf, SonarQube automatically reviews all types of code at each stage of the SDLC. 
Furthermore, the results of SonarQube’s analysis are presented as clear pass/fail results in quality 
gates at important stages such as within the comments of a pull request, preventing substandard code 
from being committed or merged and ensuring your code is always production-ready. By automating 
comprehensive checks at these critical points in the SDLC, SonarQube allows developers to focus their 
attention on creating high value innovation and shipping world class software.

https://www.sonarsource.com/
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  Habit 6: 
Mandatory unit tests

Another foundational software development practice that becomes non-negotiable in the age of 
AI is unit testing. Unit tests have always been critical, but their role evolves with AI. The tedious 
chore of writing boilerplate tests can now be largely delegated to AI assistants, which are fantastic 
at generating "happy path" test cases. The new habit is not just "write tests," but rather, "use AI to 
generate tests, then apply human expertise to perfect them."

A crucial practice is to guard against "reward hacking," a phenomenon where an AI might write faulty 
tests that are designed to pass flawed code. 

If it’s not tested, it’s broken

A disciplined approach to testing
To make testing and reviews effective, a new level of discipline is required. Key practices include:

• Writing unit tests before the AI generates the code, and ensuring the tests are written by a different 
author (human or AI) to prevent "reward hacking," where an AI writes faulty code that simply passes its 
own flawed tests.

• Ensure tests cover edge cases and failure modes that aren’t obvious.

• Use test-driven development (TDD) where possible.

• Integrate automated test execution into the CI/CD pipeline.

SonarQube reporting code coverage and other 
metrics for a project.

The SonarQube advantage 
SonarQube integrates seamlessly 
with test coverage tools, empowering 
developers to write higher-quality, more 
secure, and thoroughly-tested code. It 
acts as a central hub that gathers and 
presents coverage reports alongside 
static code analysis results, providing 
clear pass/fail metrics to ensure 
your code meets quality standards. 
By default, SonarQube’s quality gate 
conditions mandate 80% or higher code 
coverage for new code, helping teams 
maintain high standards. You can also 
customize the quality gate policy to fit 
your unique needs.

https://www.sonarsource.com/
https://www.sonarsource.com/blog/sonarqube-code-coverage/
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  Habit 7: 
Rigorous code reviews

Code reviews are often slow and tedious when they focus on minor stylistic issues or simple bugs. By 
automating the detection of these low-level issues, the "rigor" in code reviews can finally shift from 
syntax to strategy. This creates an evolved review process where the labor is intelligently divided 
between machines and humans. A strong code review culture, supported by the right tools and 
processes, is what prevents a surge in AI-generated code from causing a surge in production issues.

Elevate code reviews from syntax-checking to deep validation.

The role of automation
A robust, centralized, automated analysis platform serves as the first line of defense. This system 
automatically vets every line of code for:

• Standard code quality: Maintainability issues like high complexity, duplication, and code smells.

• Security vulnerabilities: Common weaknesses in first-party code and third-party dependencies.

• Verification of AI code: Sonar's AI Code Assurance provides a crucial new layer to find the unique, 
subtle flaws that AI models often introduce, such as tainted data flows that create vulnerabilities, or 
subtle logical errors that a basic analysis would miss.

Where to apply human expertise
With the confidence that the code is functionally sound, secure, and maintainable, the human reviewer 
can focus exclusively on the high-level questions that require true understanding and strategic thinking:

• Does this code actually fulfill the business requirement?

• Is this the right long-term architectural approach?

• Did the AI misunderstand the core intent of the task?

The SonarQube advantage 
SonarQube automates and enforces your code review workflow by integrating directly into your CI/
CD pipeline. It automatically analyzes new code for bugs, vulnerabilities, code smells, and duplications 
before it’s merged. This ensures that issues are caught early—often before human reviewers even see 
the code—thereby making code reviews more efficient and focused on higher-level design and logic. 

SonarQube’s clear, actionable reports help reviewers quickly identify and address problems, reducing 
the risk of critical issues slipping through. The platform also enforces your organization’s coding 
standards and quality gate policies, blocking merges that don’t meet your defined criteria. This 
consistency is especially valuable when reviewing AI-generated code, which may introduce subtle 
issues or deviate from established practices. The platform also provides historical tracking and 
dashboards, offering visibility into code quality trends to support continuous improvement.

https://www.sonarsource.com/
https://www.sonarsource.com/solutions/ai/ai-code-assurance/https://www.sonarsource.com/solutions/ai/ai-code-assurance/
https://docs.sonarsource.com/sonarqube-cloud/standards/overview/
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Conclusion 
The future is human-defined, AI-assisted code

We have entered the era of AI-powered software development. The future of the profession lies not in 
a battle between humans and machines, but in a powerful synergy between human developers and AI 
agents, where AI augments, not replaces, human ingenuity. 

Humans are, and will remain, indispensable. Our expertise is critical for the tasks that lie beyond 
the reach of current AI: true innovation, complex problem-solving, strategic architectural design, 
nuanced contextual understanding, and the essential application of ethical judgment. The role of the 
professional developer is shifting from one who writes every line of code to one who orchestrates 
intelligent tools, validates their output with deep skepticism, and ensures the final product is not just 
functional, but also secure, maintainable, and architecturally sound. Sonar’s mantra for this new era is 
"Vibe, then verify".

Enabling developers to embrace these seven habits provides the essential foundation for this new 
reality. It allows organizations to maximize the profound productivity benefits offered by AI while 
responsibly managing the associated risks. It fosters a culture of accountability, clean code, and 
continuous improvement that is necessary to build the next generation of software.

As code quality and code security become ever more intertwined, SonarQube is the essential partner 
in this transformation. The SonarQube platform is designed to supercharge all developers, both 
human and AI, to build better, more secure software, faster.

Secure your AI-driven development today
Ready to unlock the full potential of AI coding without compromising on quality or security? Sonar 
provides the actionable code intelligence you need to build better, more secure software, faster. See 
how Sonar can help your team confidently adopt AI coding tools and ensure every line of code meets 
the highest standards.

See how Sonar secures your code

https://www.sonarsource.com/
https://www.sonarsource.com/solutions/ai/
https://www.sonarsource.com/


sonar.com © 2008-2025, SonarSource S.A, Switzerland. All content is copyright protected. Sonar, SonarSource, SonarQube for IDE, SonarQube 
Server, and SonarQube Cloud are trademarks of SonarSource SA. All other trademarks and copyrights are the property of their respective 

owners. All rights are expressly reserved.

https://www.sonarsource.com/
https://www.sonarsource.com/

